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Stack ADT 

Abstract Data type (ADT) is a type (or class) for objects whose behavior is defined by a set of 

values and a set of operations. The definition of ADT only mentions what operations are to be 

performed but not how these operations will be implemented. It does not specify how data will 

be organized in memory and what algorithms will be used for implementing the operations. It 

is called “abstract” because it gives an implementation-independent view.  

Queue ADT 

 

View of Queue 

 The queue abstract data type (ADT) follows the basic design of the stack abstract data type. 

 Each node contains a void pointer to the data and the link pointer to the next element in the 

queue. The program’s responsibility is to allocate memory for storing the data. 

 enqueue() – Insert an element at the end of the queue. 

 dequeue() – Remove and return the first element of the queue, if the queue is not empty. 

 peek() – Return the element of the queue without removing it, if the queue is not empty. 

 size() – Return the number of elements in the queue. 

 isEmpty() – Return true if the queue is empty, otherwise return false. 

 isFull() – Return true if the queue is full, otherwise return false. 

 

Features of ADT 

 

Abstract data types (ADTs) are a way of encapsulating data and operations on that data into a 

single unit. Some of the key features of ADTs include: 

 

 Abstraction: The user does not need to know the implementation of the data structure only 

essentials are provided. 

 Better Conceptualization: ADT gives us a better conceptualization of the real world. 

 Robust: The program is robust and has the ability to catch errors. 

 Encapsulation: ADTs hide the internal details of the data and provide a public interface 

for users to interact with the data. This allows for easier maintenance and modification of 

the data structure. 
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 Data Abstraction: ADTs provide a level of abstraction from the implementation details of 

the data. Users only need to know the operations that can be performed on the data, not 

how those operations are implemented. 

 Data Structure Independence: ADTs can be implemented using different data structures, 

such as arrays or linked lists, without affecting the functionality of the ADT. 

 Information Hiding: ADTs can protect the integrity of the data by allowing access only to 

authorized users and operations. This helps prevent errors and misuse of the data. 

 Modularity: ADTs can be combined with other ADTs to form larger, more complex data 

structures. This allows for greater flexibility and modularity in programming. 

 


